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CASE STUDY #1 

Real-World Scenario Case Study: Fitness Tracker App Fiasco 

Imagine a company called "FitLife" launches a new fitness tracker app with much fanfare. The app 
boasted innovative features like personalized workout plans, real-time calorie tracking, and social 
media integration to share fitness goals with friends. Initially, downloads soared, and users were 
excited.exclamation However, within weeks, problems arose: 

• Functionality Issues: Some workout plans were missing exercises, while others contained 
nonsensical sequences. 

• Inaccurate Calorie Tracking: Calorie expenditure was significantly overestimated, leading 
users to believe they burned more calories than they actually did.exclamation 

• Privacy Concerns: The app unexpectedly shared user data publicly on social media, causing 
embarrassment and security breaches. 

• Crashing and Freezing: The app frequently crashed during workouts, interrupting user 
progress and causing frustration. 

Consequences: 

• Negative user reviews flooded app stores, damaging FitLife's reputation.exclamation 

• Users uninstalled the app in droves, leading to a significant loss of customers. 

• The company faced potential lawsuits due to privacy violations. 

Discussion Points: 

1. What aspects of software and system quality were lacking in the FitLife app? (Focus on 
Internal Quality Characteristics - Functionality, Reliability, Usability, Security) 

2. How could these issues have been avoided by implementing a focus on quality 
throughout development? (Introduce concepts of quality models and evaluation) 

3. What are the potential costs (financial, reputational) of poor software quality? (Highlight 
the importance of quality from a management perspective) 

4. How can managers promote a culture of software and system quality within their 
teams? (Introduce the concept of the ISO/IEC 25000 series) 

Learning Outcomes: 

• Understand the importance of software and system quality through a real-world example. 

• Identify key aspects of software quality using the ISO 25010 quality model (Internal Quality 
Characteristics). 

• Recognize the negative impact of poor quality on businesses and customers. 
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Additional Notes: 

• Encourage active participation and discussion by prompting students to analyze the case 
study from a manager's perspective. 

• You can modify the case study to reflect a scenario relevant to the target audience's 
industry. 

This case study provides a relatable scenario to kick off the course and emphasize the importance 
of software and system quality from a management standpoint. The following modules will delve 
deeper into the ISO standards and practical application for quality assurance. 

 

CASE STUDY #2 

Case Study: The Rise and Fall of "FitMe" Fitness Tracker App 

FitMe launched with a bang, promising personalized workout plans, real-time calorie tracking, and 
social media integration. Initially, downloads soared. However, within weeks, issues emerged: 

• Inaccurate Calorie Tracking: Calories burned were significantly overestimated, leading 
users to believe they were exercising more than reality. (EQC: Accuracy) 

• Unreliable Workouts: Some workout plans were missing exercises, while others contained 
nonsensical sequences. (IQC: Functionality) 

• Privacy Concerns: The app unexpectedly shared user data publicly on social media, causing 
embarrassment and security breaches. (EQC: Security) 

• Crashing and Freezing: The app frequently crashed during workouts, interrupting user 
progress and causing frustration. (IQC: Reliability and Usability) 

The Downward Spiral: 

• Negative user reviews flooded app stores, damaging FitMe's reputation. 

• Users uninstalled the app in droves, leading to a significant loss of customers. 

• The company faced potential lawsuits due to privacy violations. 

The Manager's Dilemma: 

You are the project manager at FitMe. As you analyze the situation, several questions arise: 

1. Which quality characteristics (IQCs & EQCs) did FitMe fail to prioritize? 

2. How could a focus on the ISO 25010 quality model (introduced later in the module) have 
prevented these issues? (Selecting the right model & tailoring) 

3. What are the consequences of neglecting quality considerations during 
development? (Financial, reputational) 
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4. How can managers use the SQuaRE standards to promote a culture of software and 
system quality? (Integrating standards throughout the lifecycle) 

Learning from Mistakes: 

This case study demonstrates the importance of applying the ISO/IEC 25000 series (specifically, 
ISO 25010 & ISO 25002) throughout the development lifecycle. By selecting the right quality 
model and tailoring it to project specifics, managers can: 

• Identify and prioritize critical quality characteristics. 

• Implement appropriate quality evaluation methods. (Module 3) 

• Integrate quality considerations into each development stage. (Module 3) 

• Prevent costly quality issues and ensure user satisfaction. 

 

 

CASE STUDY #3 

The Ripple Effect: Case Studies in Software Quality Evaluation Neglect 

Software development is a complex endeavor, and neglecting a single crucial step can have 
cascading consequences. One of the most critical aspects often overlooked is software quality 
evaluation. This section delves into three real-world case studies where skipping thorough quality 
checks led to significant problems, highlighting the value of a planned and integrated evaluation 
approach. 

Case Study a: The Faulty Voting Machine Fiasco - A Breach of Trust (EQC: Reliability, Security) 

Scenario: The year is 20XX, and a high-stakes national election hangs in the balance. Millions of 
citizens cast their votes, trusting technology to accurately record and count their selections. 
However, disaster strikes. Voting machines in several key districts malfunction, leading to 
incorrect vote counts and discrepancies. In some cases, machines fail to register votes entirely, 
disenfranchising voters and causing widespread confusion. Public outrage erupts, and the 
legitimacy of the entire election is called into question. 

Cause of the Fiasco: While the specific technical details might vary, the root cause of this scenario 
can be traced back to inadequate software quality evaluation. The focus during development 
likely centered on basic functionality, overlooking crucial aspects related to Reliability and 
Security. Insufficient testing to simulate real-world voting scenarios with high traffic volumes 
could have missed potential bottlenecks or processing errors. Additionally, the software might not 
have undergone rigorous penetration testing to uncover and address vulnerabilities that could 
have been exploited to manipulate vote counts. 

Prevention through a Planned Approach: A well-defined and integrated software quality 
evaluation plan based on the ISO/IEC 25000 series could have prevented this disaster. Here's how: 
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• Reliability Testing: Extensive load testing would have simulated high voter turnout 
scenarios, identifying performance bottlenecks and ensuring the system can handle peak 
traffic without malfunctioning. 

• Security Audits: Security experts would have conducted comprehensive audits to identify 
and patch vulnerabilities in the voting machine software. Penetration testing would have 
mimicked real-world attack attempts, exposing weaknesses before they could be exploited 
by malicious actors. 

• Post-Deployment Monitoring: Continuous monitoring of the voting system after 
deployment would have allowed for real-time detection and correction of any unexpected 
issues. 

Impact Averted: By implementing a planned evaluation approach, the integrity of the election 
could have been safeguarded. Public trust in the democratic process would have remained intact, 
and the outcome of the election would have been undisputed. 

Case Study b: The Self-Driving Car Crash - A Collision with Reality (IQC: Functionality, Safety) 

Scenario: The promise of autonomous vehicles revolutionizing transportation takes a dark turn. A 
self-driving car misinterprets sensor data while navigating a busy intersection. The car fails to 
recognize a stationary object, leading to a catastrophic collision. The accident results in fatalities 
and raises serious concerns about the safety of autonomous driving technology. Public confidence 
in self-driving cars plummets, and questions arise about the adequacy of testing procedures. 

Cause of the Crash: The self-driving car in this scenario likely suffered from inadequate quality 
evaluation, particularly focusing on Functionality and Safety aspects. Testing might not have been 
comprehensive enough to cover a wide range of driving conditions and potential environmental 
factors that could affect sensor data accuracy. Additionally, insufficient emphasis might have been 
placed on ensuring the car's decision-making algorithms were robust and could handle 
unexpected situations. 

Prevention through Integration: A thorough and integrated quality evaluation approach could 
have saved lives in this scenario: 

• Comprehensive Testing: The car's perception system, including cameras, LiDAR, and radar, 
would have undergone rigorous testing in various environments (day, night, rain, fog) with 
diverse traffic situations. This would have revealed potential limitations in object detection 
and obstacle avoidance capabilities. 

• Safety-Critical Evaluation: Testing would have focused on ensuring the car's decision-
making algorithms could handle unexpected scenarios. Failure cases and edge conditions 
would have been simulated to identify potential flaws in the car's response mechanisms. 

• Adherence to Safety Standards: Development would have adhered to stringent safety 
standards for autonomous vehicles, with independent safety audits conducted throughout 
the process. 
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Impact Averted: By implementing a planned and integrated evaluation approach, potential safety 
flaws in the self-driving car could have been identified and addressed before deployment. This 
could have prevented the tragic accident and potentially saved lives. Public trust in autonomous 
driving technology would have remained stronger, paving the way for a safer future with self-
driving vehicles. 

 

Case Study c: The Bank's Data Breach - A Loss of Trust and Reputation (EQC: Security, 
Compliance) 

Scenario: A major financial institution experiences a devastating data breach. Hackers exploit a 
vulnerability in the bank's online banking software, gaining access to millions of customer 
accounts. Sensitive personal and financial information is compromised, including names, social 
security numbers, and account details. The breach leads to financial losses for customers, identity 
theft, and significant reputational damage for the bank. Regulatory fines and lawsuits pile up as 
the bank grapples with the fallout. 

Cause of the Breach: In this scenario, the bank's software development process likely overlooked 
critical aspects of Security and Compliance. Security testing methods like penetration testing 
might not have been employed to identify and address vulnerabilities in the online banking 
software before deployment. Additionally, adherence to relevant data security regulations like PCI 
DSS (Payment Card Industry Data Security Standard) might not have been thoroughly assessed 
during development. 

Prevention through a Multi-Layered Approach: A multi-layered approach to quality evaluation 
could have helped prevent this data breach: 

• Security Audits and Penetration Testing: Regular security audits would have identified 
vulnerabilities in the bank's software. Penetration testing, simulating real-world attack 
attempts, would have exposed weaknesses that hackers could exploit. This would have 
allowed for timely patching and remediation before a breach could occur. 

• Compliance Assessments: Throughout the development lifecycle, the bank's software 
would have undergone regular assessments to ensure compliance with relevant data 
security regulations. This would have involved evaluating data encryption practices, access 
controls, and incident response procedures. 

• Security Awareness Training: Security awareness training for all employees would have 
instilled a culture of security within the bank, minimizing the risk of human error 
contributing to a breach. 

Impact Averted: By implementing a comprehensive evaluation approach, the bank could have 
significantly reduced the risk of a data breach: 

• Customer Data Protection: Robust security measures would have protected customer 
data, safeguarding them from financial harm and identity theft. 



 
 

 SYSTEMS AND SOFTWARE QUALITY MANAGER CASE STUDIES 

 
 

• Regulatory Compliance: Adherence to data security regulations would have minimized the 
risk of regulatory fines and penalties for the bank. 

• Reputation Management: By preventing a data breach, the bank would have maintained 
its reputation as a trustworthy financial institution. 

The Cost of Neglect: The case studies above highlight the significant consequences of neglecting 
software quality evaluation. The financial losses, reputational damage, and potential legal 
ramifications can be devastating. 

A Call to Action: By adopting a planned and integrated software quality evaluation approach 
based on the ISO/IEC 25000 series, organizations can proactively identify and address quality 
issues early in the development lifecycle. This ensures the delivery of secure, reliable, and 
compliant software that meets user needs and protects valuable data. Investing in quality 
evaluation is an investment in organizational success. 

 

 


